**Exercise 1: Implementing the Singleton Pattern (Mandatory hands-on)**

Code

public class Logger {

    private static Logger singleInstance;

    private Logger() {

        System.out.println("Logger instance created.");

    }

    public static Logger getInstance() {

        if (singleInstance == null) {

            singleInstance = new Logger();

        }

        return singleInstance;

    }

    public void log(String message) {

        System.out.println("LOG: " + message);

    }

}

public class Main {

    public static void main(String[] args) {

        Logger logger1 = Logger.getInstance();

        logger1.log("First log message");

        Logger logger2 = Logger.getInstance();

        logger2.log("Second log message");

        // To Check if both logger1 and logger2 are the same instance

        if (logger1 == logger2) {

            System.out.println("Both logger1 and logger2 are the same instance.");

        } else {

            System.out.println("Different Logger instances exist.");

        }

    }

}

Output
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**Exercise 2: Implementing the Factory Method Pattern (Mandatory hands-on)**

Code

interface Document {

    void open();

}

class WordDocument implements Document {

    public void open() {

        System.out.println("Opening a Word document.");

    }

}

class PdfDocument implements Document {

    public void open() {

        System.out.println("Opening a PDF document.");

    }

}

class ExcelDocument implements Document {

    public void open() {

        System.out.println("Opening an Excel document.");

    }

}

abstract class DocumentFactory {

    public abstract Document createDocument();

}

class WordDocumentFactory extends DocumentFactory {

    public Document createDocument() {

        return new WordDocument();

    }

}

class PdfDocumentFactory extends DocumentFactory {

    public Document createDocument() {

        return new PdfDocument();

    }

}

class ExcelDocumentFactory extends DocumentFactory {

    public Document createDocument() {

        return new ExcelDocument();

    }

}

public class Main {

    public static void main(String[] args) {

        DocumentFactory wordFactory = new WordDocumentFactory();

        Document wordDoc = wordFactory.createDocument();

        wordDoc.open();

        DocumentFactory pdfFactory = new PdfDocumentFactory();

        Document pdfDoc = pdfFactory.createDocument();

        pdfDoc.open();

        DocumentFactory excelFactory = new ExcelDocumentFactory();

        Document excelDoc = excelFactory.createDocument();

        excelDoc.open();

    }

}

Output
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**Exercise 3: Implementing the Builder Pattern**

Code

public class Computer {

    private String CPU;

    private String RAM;

    private String storage;

    private String graphicsCard;

    private boolean hasWiFi;

    private boolean hasBluetooth;

    private Computer(Builder builder) {

        this.CPU = builder.CPU;

        this.RAM = builder.RAM;

        this.storage = builder.storage;

        this.graphicsCard = builder.graphicsCard;

        this.hasWiFi = builder.hasWiFi;

        this.hasBluetooth = builder.hasBluetooth;

    }

    public String toString() {

        return "Computer Configuration:\n"

             + "CPU: " + CPU + "\n"

             + "RAM: " + RAM + "\n"

             + "Storage: " + storage + "\n"

             + "Graphics Card: " + graphicsCard + "\n"

             + "WiFi: " + hasWiFi + "\n"

             + "Bluetooth: " + hasBluetooth;

    }

    public static class Builder {

        private String CPU;

        private String RAM;

        private String storage;

        private String graphicsCard;

        private boolean hasWiFi;

        private boolean hasBluetooth;

        public Builder setCPU(String CPU) {

            this.CPU = CPU;

            return this;

        }

        public Builder setRAM(String RAM) {

            this.RAM = RAM;

            return this;

        }

        public Builder setStorage(String storage) {

            this.storage = storage;

            return this;

        }

        public Builder setGraphicsCard(String graphicsCard) {

            this.graphicsCard = graphicsCard;

            return this;

        }

        public Builder setWiFi(boolean hasWiFi) {

            this.hasWiFi = hasWiFi;

            return this;

        }

        public Builder setBluetooth(boolean hasBluetooth) {

            this.hasBluetooth = hasBluetooth;

            return this;

        }

        public Computer build() {

            return new Computer(this);

        }

    }

}

public class Main {

    public static void main(String[] args) {

        // Build a high-end computer

        Computer gamingPC = new Computer.Builder()

            .setCPU("Intel i9")

            .setRAM("32GB")

            .setStorage("1TB SSD")

            .setGraphicsCard("NVIDIA RTX 4090")

            .setWiFi(true)

            .setBluetooth(true)

            .build();

        System.out.println(gamingPC);

        // Build a budget computer

        Computer officePC = new Computer.Builder()

            .setCPU("Intel i5")

            .setRAM("8GB")

            .setStorage("512GB HDD")

            .setWiFi(false)

            .setBluetooth(false)

            .build();

        System.out.println("\n" + officePC);

    }

}

Output
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**Exercise 4: Implementing the Adapter Pattern**

Code

// Target Interface

interface PaymentProcessor {

    void processPayment(double amount);

}

// PayPal Gateway

class PayPalGateway {

    public void makePayment(double amountInUSD) {

        System.out.println("Payment of $" + amountInUSD + " made using PayPal.");

    }

}

// Stripe Gateway

class StripeGateway {

    public void pay(double money) {

        System.out.println("Payment of $" + money + " made using Stripe.");

    }

}

// Adapter for PayPal

class PayPalAdapter implements PaymentProcessor {

    private PayPalGateway payPal;

    public PayPalAdapter(PayPalGateway payPal) {

        this.payPal = payPal;

    }

    @Override

    public void processPayment(double amount) {

        payPal.makePayment(amount);

    }

}

// Adapter for Stripe

class StripeAdapter implements PaymentProcessor {

    private StripeGateway stripe;

    public StripeAdapter(StripeGateway stripe) {

        this.stripe = stripe;

    }

    @Override

    public void processPayment(double amount) {

        stripe.pay(amount);

    }

}

// Main class to test the Adapter Pattern

public class Main {

    public static void main(String[] args) {

        // Using PayPal through Adapter

        PaymentProcessor paypalProcessor = new PayPalAdapter(new PayPalGateway());

        paypalProcessor.processPayment(150.75);

        // Using Stripe through Adapter

        PaymentProcessor stripeProcessor = new StripeAdapter(new StripeGateway());

        stripeProcessor.processPayment(299.99);

    }

}

Output
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**Exercise 5: Implementing the Decorator Pattern**

Code

interface Notifier {

    void send(String message);

}

class EmailNotifier implements Notifier {

    @Override

    public void send(String message) {

        System.out.println("Email Notification Sent: " + message);

    }

}

abstract class NotifierDecorator implements Notifier {

    protected Notifier wrappedNotifier;

    public NotifierDecorator(Notifier notifier) {

        this.wrappedNotifier = notifier;

    }

    @Override

    public void send(String message) {

        wrappedNotifier.send(message);

    }

}

class SMSNotifierDecorator extends NotifierDecorator {

    public SMSNotifierDecorator(Notifier notifier) {

        super(notifier);

    }

    @Override

    public void send(String message) {

        super.send(message);

        sendSMS(message);

    }

    private void sendSMS(String message) {

        System.out.println("SMS Notification Sent: " + message);

    }

}

class SlackNotifierDecorator extends NotifierDecorator {

    public SlackNotifierDecorator(Notifier notifier) {

        super(notifier);

    }

    @Override

    public void send(String message) {

        super.send(message);

        sendSlack(message);

    }

    private void sendSlack(String message) {

        System.out.println("Slack Notification Sent: " + message);

    }

}

// Main class to test the Decorator Pattern

public class Main {

    public static void main(String[] args) {

        // Base notifier

        Notifier emailNotifier = new EmailNotifier();

        // Add SMS notification

        Notifier emailAndSMS = new SMSNotifierDecorator(emailNotifier);

        // Add Slack on top of Email + SMS

        Notifier multiChannelNotifier = new SlackNotifierDecorator(emailAndSMS);

        // Send notification

        multiChannelNotifier.send("Your report is ready.");

    }

}

Output

![](data:image/png;base64,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)

**Exercise 6: Implementing the Proxy Pattern**

Code

interface Image {

    void display();

}

class RealImage implements Image {

    private String fileName;

    public RealImage(String fileName) {

        this.fileName = fileName;

        loadFromRemoteServer();

    }

    private void loadFromRemoteServer() {

        System.out.println("Loading image from remote server: " + fileName);

    }

    @Override

    public void display() {

        System.out.println("Displaying image: " + fileName);

    }

}

// Proxy Class

class ProxyImage implements Image {

    private RealImage realImage;

    private String fileName;

    public ProxyImage(String fileName) {

        this.fileName = fileName;

    }

    @Override

    public void display() {

        if (realImage == null) {

            realImage = new RealImage(fileName); // Lazy initialization

        } else {

            System.out.println("Image loaded from cache: " + fileName);

        }

        realImage.display();

    }

}

// Main class to test the Proxy Pattern

public class Main {

    public static void main(String[] args) {

        Image image1 = new ProxyImage("nature\_photo.jpg");

        // Image will be loaded from remote server

        image1.display();

        // Image will be loaded from cache

        image1.display();

        // Another image - will be fetched again

        Image image2 = new ProxyImage("city\_view.png");

        image2.display();

    }

}

Output
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**Exercise 7: Implementing the Observer Pattern**

Code

import java.util.ArrayList;

import java.util.List;

interface Observer {

    void update(String stockName, double stockPrice);

}

interface Stock {

    void registerObserver(Observer o);

    void removeObserver(Observer o);

    void notifyObservers();

}

class StockMarket implements Stock {

    private List<Observer> observers = new ArrayList<>();

    private String stockName;

    private double stockPrice;

    public void setStockData(String stockName, double stockPrice) {

        this.stockName = stockName;

        this.stockPrice = stockPrice;

        notifyObservers();

    }

    @Override

    public void registerObserver(Observer o) {

        observers.add(o);

    }

    @Override

    public void removeObserver(Observer o) {

        observers.remove(o);

    }

    @Override

    public void notifyObservers() {

        for (Observer o : observers) {

            o.update(stockName, stockPrice);

        }

    }

}

class MobileApp implements Observer {

    private String appName;

    public MobileApp(String appName) {

        this.appName = appName;

    }

    @Override

    public void update(String stockName, double stockPrice) {

        System.out.println("[" + appName + "] Stock Update - " + stockName + ": $" + stockPrice);

    }

}

class WebApp implements Observer {

    private String siteName;

    public WebApp(String siteName) {

        this.siteName = siteName;

    }

    @Override

    public void update(String stockName, double stockPrice) {

        System.out.println("[" + siteName + "] Stock Update - " + stockName + ": $" + stockPrice);

    }

}

public class Main {

    public static void main(String[] args) {

        // Create subject

        StockMarket stockMarket = new StockMarket();

        // Create observers

        Observer mobileClient = new MobileApp("StockMobile");

        Observer webClient = new WebApp("StockWeb");

        // Register observers

        stockMarket.registerObserver(mobileClient);

        stockMarket.registerObserver(webClient);

        // Simulate stock price updates

        stockMarket.setStockData("TCS", 3750.50);

        stockMarket.setStockData("INFY", 1489.10);

        // Remove one observer and simulate another update

        stockMarket.removeObserver(webClient);

        stockMarket.setStockData("WIPRO", 510.75);

    }

}

Output
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**Exercise 8: Implementing the Strategy Pattern**

Code

interface PaymentStrategy {

    void pay(double amount);

}

// Credit Card

class CreditCardPayment implements PaymentStrategy {

    private String cardNumber;

    private String cardHolderName;

    public CreditCardPayment(String cardNumber, String cardHolderName) {

        this.cardNumber = cardNumber;

        this.cardHolderName = cardHolderName;

    }

    @Override

    public void pay(double amount) {

        System.out.println("Paid $" + amount + " using Credit Card (Holder: " + cardHolderName + ").");

    }

}

// PayPal

class PayPalPayment implements PaymentStrategy {

    private String email;

    public PayPalPayment(String email) {

        this.email = email;

    }

    @Override

    public void pay(double amount) {

        System.out.println("Paid $" + amount + " using PayPal (Email: " + email + ").");

    }

}

class PaymentContext {

    private PaymentStrategy strategy;

    public void setPaymentStrategy(PaymentStrategy strategy) {

        this.strategy = strategy;

    }

    public void executePayment(double amount) {

        if (strategy != null) {

            strategy.pay(amount);

        } else {

            System.out.println("Payment strategy not set.");

        }

    }

}

// Main class to test the Strategy Pattern

public class Main {

    public static void main(String[] args) {

        PaymentContext context = new PaymentContext();

        // Pay using Credit Card

        context.setPaymentStrategy(new CreditCardPayment("1234-5678-9012-3456", "Sujitha R"));

        context.executePayment(250.00);

        // Pay using PayPal

        context.setPaymentStrategy(new PayPalPayment("sujitha@gmail.com"));

        context.executePayment(450.75);

    }

}

Output
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**Exercise 9: Implementing the Command Pattern**

Code

interface Command {

    void execute();

}

class Light {

    public void turnOn() {

        System.out.println("Light is ON");

    }

    public void turnOff() {

        System.out.println("Light is OFF");

    }

}

// Command to turn on the light

class LightOnCommand implements Command {

    private Light light;

    public LightOnCommand(Light light) {

        this.light = light;

    }

    @Override

    public void execute() {

        light.turnOn();

    }

}

//  Command to turn off the light

class LightOffCommand implements Command {

    private Light light;

    public LightOffCommand(Light light) {

        this.light = light;

    }

    @Override

    public void execute() {

        light.turnOff();

    }

}

// Invoker Class

class RemoteControl {

    private Command command;

    public void setCommand(Command command) {

        this.command = command;

    }

    // Execute the command

    public void pressButton() {

        if (command != null) {

            command.execute();

        } else {

            System.out.println("No command set.");

        }

    }

}

// Main class to test the Command Pattern

public class Main {

    public static void main(String[] args) {

        // Receiver

        Light livingRoomLight = new Light();

        // Commands

        Command lightOn = new LightOnCommand(livingRoomLight);

        Command lightOff = new LightOffCommand(livingRoomLight);

        // Invoker

        RemoteControl remote = new RemoteControl();

        // Turn on the light

        remote.setCommand(lightOn);

        remote.pressButton();

        // Turn off the light

        remote.setCommand(lightOff);

        remote.pressButton();

    }

}

Output
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**Exercise 10: Implementing the MVC Pattern**

Code

// Model Class

class Student {

    private String name;

    private String id;

    private String grade;

    public Student(String name, String id, String grade) {

        this.name = name;

        this.id = id;

        this.grade = grade;

    }

    // Getters and Setters

    public String getName() {

        return name;

    }

    public void setName(String name) {

        this.name = name;

    }

    public String getId() {

        return id;

    }

    public String getGrade() {

        return grade;

    }

    public void setGrade(String grade) {

        this.grade = grade;

    }

}

// View Class

class StudentView {

    public void displayStudentDetails(String name, String id, String grade) {

        System.out.println("Student Details:");

        System.out.println("Name: " + name);

        System.out.println("ID: " + id);

        System.out.println("Grade: " + grade);

    }

}

// Controller Class

class StudentController {

    private Student model;

    private StudentView view;

    public StudentController(Student model, StudentView view) {

        this.model = model;

        this.view = view;

    }

    public void setStudentName(String name) {

        model.setName(name);

    }

    public void setStudentGrade(String grade) {

        model.setGrade(grade);

    }

    public void updateView() {

        view.displayStudentDetails(model.getName(), model.getId(), model.getGrade());

    }

}

// Main class to test the MVC Pattern

public class Main {

    public static void main(String[] args) {

        // Create the model

        Student student = new Student("Sujitha", "AID123", "A");

        // Create the view

        StudentView view = new StudentView();

        // Create the controller

        StudentController controller = new StudentController(student, view);

        // Initial display

        controller.updateView();

        // Update student data

        controller.setStudentName("Sujitha R");

        controller.setStudentGrade("A+");

        // Updated display

        controller.updateView();

    }

}

Output
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**Exercise 11: Implementing Dependency Injection**

Code

class Customer {

    private String id;

    private String name;

    public Customer(String id, String name) {

        this.id = id;

        this.name = name;

    }

    public String getId() {

        return id;

    }

    public String getName() {

        return name;

    }

}

// Repository Interface

interface CustomerRepository {

    Customer findCustomerById(String id);

}

class CustomerRepositoryImpl implements CustomerRepository {

    @Override

    public Customer findCustomerById(String id) {

        return new Customer(id, "Sujitha R");

    }

}

class CustomerService {

    private CustomerRepository repository;

    public CustomerService(CustomerRepository repository) {

        this.repository = repository;

    }

    public void getCustomerDetails(String id) {

        Customer customer = repository.findCustomerById(id);

        System.out.println("Customer Details:");

        System.out.println("ID: " + customer.getId());

        System.out.println("Name: " + customer.getName());

    }

}

// Main class to test Dependency Injection

public class Main {

    public static void main(String[] args) {

        // Create repository

        CustomerRepository repo = new CustomerRepositoryImpl();

        // Inject repository into service

        CustomerService service = new CustomerService(repo);

        // Use service to get customer details

        service.getCustomerDetails("C123");

    }

}

Output
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